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ABSTRACT

Several difficulties commonly arise during the software development process. Among them are the lengthy technical process of developing a system, the limited number and technical capabilities of human resources, the possibility of bugs and errors during the testing and implementation phase, dynamic and frequently changing user requirements, and the need for a system that supports multi-platforms. Rapid application development (RAD) is the software development life cycle (SDLC) that emphasizes the production of a prototype in a short amount of time (30-90 days). This study discovered that implementing a model-driven architecture (MDA) approach into the RAD method can accelerate the model design and prototyping stages. The goal is to accelerate the SDLC process. It took roughly five weeks to construct the system by applying all of the RAD stages. This time frame does not include iteration and the cutover procedure. During the prototype test, there were no errors with the create, read, update, and delete (CRUD) procedure. It was demonstrated that automatic transformation in MDA can shorten the RAD phases for designing the model and developing an early prototype, reduce code errors in standard processes like CRUD, and construct a system that supports multi-platform.
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1. INTRODUCTION

Software development life cycle (SDLC) models have been developed from a crude linear sequential process model to a more dynamic and inventive approach to satisfy customer and market demands more swiftly during the past few decades [1]. Several issues often arise in the SDLC process: system requirements in the customer domain generally take a long time, how to balance the time with the effort required for system implementation, integration between systems, and coordination between teams with different skills [2]. In addition, the conventional software development approach has several limitations, including the necessity to rewrite function code when a technological update occurs [3]. This is one thing that makes the software development process take so long.

In 1991, James Martin published a book about the rapid application development (RAD) approach [4]. According to Martin, the primary objectives of RAD include high-quality systems, rapid development and delivery, and low costs [4, 5]. RAD entails iterative development and prototype construction [1, 6]. It allows for quick prototyping, retargeting, reuse of existing software, and hardware-specific optimization [7]. The RAD technique was created to overcome the limitations of traditional system development methodologies such as waterfall [7, 8]. Compared to traditional software engineering methodologies, using RAD in the application development cycle can promote a faster process and provide high-quality software...
It allows enterprises to cut software development and maintenance expenses [10]. It is suggested that the RAD method be used with other system development techniques and with the help of the right tools for project management [11].

The four-phases of the RAD are requirements planning, user design, construction, and cutover [4], [5], [11]. The RAD phase focuses on the iterative user design process, which includes prototyping, testing, and refining. According to various publications, RAD prototype modelling method consists of five stages: business modelling, data modelling, process modelling, application development, testing, and turnover [6]. The emphasis of the RAD method is on rapid prototype development with small feature sets in early versions. The initial version of the prototype is tested with users to get feedback that will improve the development of the subsequent prototype. The prototype's next version is developed by reusing the templates, tools, processes, and code that existed in the previous version. Therefore, automation tools are used to support the acceleration of the prototype-building process.

Several literature studies on system development using the RAD method, including:
- Development of an agricultural irrigation system for software [7], BAZNAS Zakat Receipt Information System [12], data bank population [13], and an event management system [14]. Most research on RAD applies the model design phase manually using specific tools, particularly for use case designs, activity diagrams, class diagrams, and entity relationship diagrams (ERDs). Similarly, system developers implement framework-based code during the construction of the prototype phase. In addition, some of these studies lack information regarding the duration of each growth phase. The information about the timeline in each phase can demonstrate whether the system implements the RAD approach successfully.
- Research about developing a website for dutatani leveraging iterative models and prototype procedures [9] has addressed the timeline of each RAD phase. Table 1 shows the duration required for implementing the RAD phases in dutatani website development.
- According to Table 1, system development using RAD takes 30 weeks or 150 days. The system prototyping phase required the most time and the most significant number of teams.
- Investigate the efficiency of the RAD stage by switching from manual to automatic requirements-gathering techniques using agents [15]. As a result, using agents in the RAD phase, precisely requirements planning, can improve quality, accelerate software engineering procedures, and produce fast, quality-oriented, and efficient computer systems. However, the time required for each stage of RAD implementation was not explained in detail in this study.
- Another research on the RAD approach for constructing a geographic information system (GIS) [16]. Table 2 shows that the development time of GIS took 12 weeks or 84 days. Each stage in Table 2 is completed using manual techniques.
- Research conducted by Fatima et al. [11] has attempted to accelerate the RAD process by shifting the requirements-gathering approach from manual to automatic employing agents such as an entity that can independently observe and respond to its surroundings. This technique has increased efficiency in the RAD phase of the project's early stages and even decreased the mistake rate during the requirements gathering phase.
- Paper on model-view-controller (MVC) framework integration into RAD process model to map defined user requirements into MVC architecture [1]. The goal is to simplify the software product delivery process while maintaining the application's quality of service. However, the paper does not include a timeline for each stage of the RAD.

<table>
<thead>
<tr>
<th>Model</th>
<th>Stages</th>
<th>Duration</th>
<th>Number of Teams</th>
</tr>
</thead>
<tbody>
<tr>
<td>Iterative</td>
<td>Planning, Analysis, Main Design</td>
<td>5 Weeks (May-June)</td>
<td>1</td>
</tr>
<tr>
<td>System Prototyping</td>
<td>Design, Specific, Implementation, Prototyping</td>
<td>16 Weeks (June-September)</td>
<td>2</td>
</tr>
<tr>
<td>Iterative</td>
<td>Integration</td>
<td>9 Weeks (September-October)</td>
<td>1</td>
</tr>
</tbody>
</table>

Table 1. Timeline of dutatani website development [9]

<table>
<thead>
<tr>
<th>Stages</th>
<th>Duration</th>
<th>Number of Teams</th>
</tr>
</thead>
<tbody>
<tr>
<td>Planning</td>
<td>2 Weeks</td>
<td>1</td>
</tr>
<tr>
<td>Analysis</td>
<td>1 Week</td>
<td>1</td>
</tr>
<tr>
<td>Design</td>
<td>2 Weeks</td>
<td>1</td>
</tr>
<tr>
<td>Implementation</td>
<td>7 Weeks</td>
<td>2</td>
</tr>
</tbody>
</table>

Table 2. Development time of GIS of industrial centres [16]
The RAD is one of the practical methods for rapid software development. However, it has significant downsides, such as an enormous risk of system failure, less efficiency in meeting customer satisfaction, and more time spent working on different phases [11]. Based on a literature study of several papers on system development using RAD, some implementation difficulties have been identified:

- System development utilizing the RAD technique frequently concentrates on implementing the existing phases in RAD without introducing innovation to accelerate the process in each phase. In general, the results demonstrate that the system was successfully developed based on the RAD phases without demonstrating the novelty of the approach or technical innovation.
- The model design stage still takes a lengthy time. The team does not utilize tools that can automatically generate models. Several technologies have been used to develop the model, including use case, ERD, class diagrams, interface designs, and other model designs. However, the team must still design and construct models manually using these tools.
- The prototype construction phase is the most time-consuming and requires many teams. Multiple backend and frontend development teams must collaborate to create a prototype, starting with building the system architecture, database, tables, backend, and system interface. However, not all teams can complete tasks on time. For example, team A may complete a task in 16 weeks, but Team B may complete it in 12 weeks; the system integration process only starts when all teams have completed their work [9].

This paper discusses how to speed up the stages of RAD and improve the resource efficiency of the development team by producing design models and prototypes in a short time, less prone to errors, and enabling multi-platform system deployment. To do this, we proposed a model-driven architecture based (MDA) automation approach at every stage of RAD, especially when creating models and constructing system prototypes. The conceptual framework and software development process in MDA depends on the model [2], [17]. The model can represent business processes, hardware, software, the environment, and other domain-specific system components [18]. Model-Driven Development stipulates that a system is established and developed based on a model on an independent platform, which is then converted to a specific platform [17], [19].

The object management group (OMG) developed MDA as a software development approach in 2001 [2], [3], [18], [19]. MDA or model-driven architecture is built on separating business logic and implementation logic [19]. It provides a collection of tools for the process of abstracting the general aspects of an application in order to improve the software development process [3]. The model provides a methodical and comprehensive picture of an application that must be created utilizing software and programming languages [20]. A model simplifies something so that it may be viewed, manipulated, and reasoned about, allowing us to comprehend the inherent complexity of the subject under study [21]. A model can be described in several types of expressions, including unified modelling language (UML) class diagrams, ERDs, and user interface images [18].

Several previous studies indicate that the MDA method can increase efficiency in the software development process [2], [3]; supports interoperability against design-time [3], [21], and supports multi-platform [3], [22]; reduces effort-time and generates error-free code [17]. Amr et al. [19] have described the methods and procedures for semi-automatic transformation of the CIM model presented by the BPMN source model (Business Process Model and Notation) into the PIM target model presented by the class diagram on the “COVID-19 patient management” business process. The research by Ahmed et al. [22] focuses on MDA issues taking precedence over testing or SPL when automating test scripts. This study uses two case studies to show the PSM taxonomy in the well-established test script domain. It also lists several relevant research challenges that need to be solved in order to solve this problem. Aksakalli et al. [23] present a model-driven strategy for the automated deployment of microservices to reduce execution and communication costs. Using a series of transformation rules and recommendations, Habba et al. [24] describe an MDA approach to transforming a group of BPMN models into a UML class diagram. By examining a group of models at the source level containing a substantial number of BPMN meta-model elements, MDA can contribute to the alignment process inside an organization [24]. Amdahl et al. [25] employ the MDA methodology to design the architecture between the business process and technological layer to support collaborative business processes. It proposes a graphical DSL (BPMN4Coll) for collaborative business processes based on BPMN [25].

The MDA Framework increases the level of abstraction and reusability, allowing applications to become independent of a single platform and seamlessly deploy on multiple technologies [22]. The function of the abstraction level in MDA is software reuse with an emphasis on interoperability at design time [21]. Modelling and abstraction enable us to comprehend and specify a system in great detail, for instance, how a system can be implemented on a specific technology or platform [18]. Figure 1 illustrates a collection of OMG-defined layers and transformations that serve as MDA’s conceptual framework and terminology [2]. In the MDA layers, various types of models are transformed. A transformation transforms a model from one
degree of abstraction to another, such as a more abstract view to a less abstract view, by adding detail via transformation rules [26]. The transformation process can be implemented in two ways: model-to-model (the transfer from CIM to PIM or PIM to PSM) and model-to-text (the production of code from PSM to a particular programming language as a target) [26].

Figure 1. Layers and transformation process of MDA [2]

Computation independent model (CIM) is a model-related or business domain layer. This layer is concerned with people, locations, things, and the fundamental laws of the domain [18]. Use cases are derived from stakeholder requirements [27]. PIM is a sophisticated model that distinguishes logic from technology implementation [17]. PIM is platform and technology-independent, enabling the development of applications compatible with many systems [3]. In PIM, model translation occurs in high-level abstraction models that are turned into low-level abstractions dependent on specific technologies or platforms [2]. Meta models translate CIM models and their interactions into system models at the PIM level [26]. All parameters must be completed for PIM to be considered validated [27].

Platform-specific model (PSM) is generated through a specific mapping procedure or model transformation in PIM [2], [28]. PSM’s high-level abstraction model emerged from transforming PIM into a technology-dependent, low-level abstraction model [2]. The automated mapping of meta-models took place at the PIM to PSM layer [22]. PSM is a high-level model with more general semantics, including- create, read, update, and delete (CRUD) actions mapped to native API [22]. It describes the system's technology architecture as illustrated by a particular implementation [17]. Mapping is handy for generating a collection of to-be-coded rules. This code is generated when changing the PSM model into code associated with technology or tools [27], [29].

The following step is to generate code from PSM using a code generator. Code generators automate repetitive coding and configuration operations, fulfill abstract implementation details, and decrease development expenses and time [30]. Code generators can produce entire code or skeletons for programmers to complete [26]. The code generator automatically translates an existing model, including a set of rules, into a programming language. Finally, both artefacts (code and model) can be edited to accommodate model modifications [26]. Generators enable the creation of web applications with complete functionality, a responsive interface that can be used on any device, complete source code that can be scaled and customized, and, most importantly, substantial time and cost savings when developing software projects [30].

2. RESEARCH METHOD

There are three implementation techniques for RAD: iterative development, system prototyping, and throwaway prototype [8]. As depicted in Figure 2, system prototyping is used in this study’s RAD modelling technique [8]. The prototyping system development techniques’ analysis, design, and implementation phases aim to develop the prototype system rapidly. The initial iteration of the prototype contains simply the bare necessities for the user [9]. Implementing this early prototype for users is intended to elicit feedback and comments. The developer will evaluate the feedback and comments and use them to do analysis, design, and reimplementation for the next version of the prototype [9]. This iteration will continue until the developer,
user, and funding team concur that the system satisfies all of the organization's needs and feature requirements [8]. The system development process is confined to the creation of the initial prototype and implementation for the user. This research does not involve the cutover stage and creating the final version of the prototype.

According to Figure 2, we proposed a method for incorporating the MDA process into the RAD model. The accelerated stages are model design (PIM layer) and prototype construction (PSM layer). Figure 3 illustrates the MDA layers utilized at each RAD level. The model will be produced automatically in the PIM and PSM layers using the JHipster tool. This tool is utilized to rapidly design, develop, and deploy web applications and microservice architectures. Jhipster has a client-server-side technological stack. The client side of this prototype was developed with angular, while the server side was developed with spring, which is comparable to Java programming.
MDA provides an automatic transformation method based on patterns between abstraction levels [18]. The transformation is performed under a set of rules to provide an output model that conforms to the target meta-model [24]. The pattern was established based on previously proven criteria, such as business and user requirements, which constituted the rules for use cases, entities, and their relationships. MDA performs model transformation as part of a disciplined and effective software development process [2]. The source model corresponding to the source meta-model and the target meta-model are inputs for the model transformation [24]. A well-designed model facilitates the transformation process on a particular platform [17].

3. RESULTS AND DISCUSSION

This section will demonstrate the outcomes of integrating the MDA into the RAD method. The focus of the result was the model transformation process from CIM to PIM and PIM to PSM. A transformation is a mechanism for changing models from one degree of abstraction to another, often from a more abstract perspective to a less abstract one, by adding more detail provided by the transformation rules [26]. Table 3 displays the outcomes of applying the MDA to the RAD model. Planning and analysis are located within the CIM layer. The business process was transformed into an ERD model at the PIM layer. The PSM layer produces an early prototype automatically based on the ERD model. This prototype is compatible with various systems (web and mobile). The final step involved providing the user with the prototype. At this time, we have collected user feedback, which will be used to develop the next version of the prototype.

<table>
<thead>
<tr>
<th>Stages of RAD</th>
<th>Layer of MDA</th>
<th>Automated Process with MDA</th>
<th>Duration</th>
<th>Number of Teams</th>
</tr>
</thead>
<tbody>
<tr>
<td>Planning and Analysis</td>
<td>CIM</td>
<td>-</td>
<td>2 weeks</td>
<td>2</td>
</tr>
<tr>
<td>Design</td>
<td>PIM</td>
<td>√</td>
<td>1 day</td>
<td>1</td>
</tr>
<tr>
<td>System Prototype</td>
<td>PSM</td>
<td>√</td>
<td>6 days</td>
<td>1</td>
</tr>
<tr>
<td>Implementation</td>
<td>ISM</td>
<td></td>
<td>2 weeks</td>
<td>1</td>
</tr>
</tbody>
</table>

According to Table 3, all phases of RAD take approximately five weeks to complete. The initial phase, planning and analysis, is approximately two weeks, depending on the length of the discussion with the user and the study of the system's needs. The second stage, the design phase, is a translation from CIM to PIM that yields a design model in the form of an ERD, including sixteen interconnected entities. The ERD is the foundation for transforming the model from PIM to PSM. The third phase is constructing an initial prototype based on the PIM-generated model. A skeleton system was generated for the backend and front end at the PSM layer. Creating a system skeleton as an early prototype takes approximately three to four minutes.

In terms of duration, the customization of the UI and features are the most time-consuming step. The duration of customizing depends on the level of comprehension and technical expertise of the development team regarding the system's skeleton design. The construction of the initial prototype and its customization required six days. The technique of automatically producing prototypes at the RAD stage can save time and reduce system function errors, such as the CRUD procedure for each entity and its relationships. Several research findings on the construction of RAD-based systems indicate that system prototyping is the most time-consuming and team-intensive technique. It is because the development team must manually code the application. At the ISM layer, the final phase concludes with the implementation of the initial prototype for the user. This procedure necessitates user validation of the business logic system agreed upon throughout the design and requirements phase. User feedback gathered throughout the implementation phase will be utilized to evaluate the model and create the next version of the prototype.

3.1. Computation independent model (CIM)

In the CIM layer, we collect requirements from user interviews and conduct several literature searches related to the lecturer activity monitoring system. Admin can manage user registration and master data such as activity types, academic year, faculty, and study program. The lecturer reports the activities by filling out the form activities description and attaching documentation in the form of an image and a file. Tridharma's activities include teaching, research, community service, and other academic activities such as workshops, training and seminars. The lecturer's activities were recorded and documented by the system. A mobile app allows university executives to keep track of lecturer activities.
3.2. Platform independent model (PIM)

The PIM model is constructed using use cases and requirements specified in CIM [27]. PIM provides a system model abstraction level that encapsulates key domain characteristics as classes and entity properties [2]. During this phase, JHipster Domain Language (JDL) Studio is utilized to create entities for the data modelling process. Figure 4 depicts the sample of creating an entity penelitian and pengabdian, and the relationship between entities.

Each entity has properties, data type, length, and relationships between entities. After constructing the entities and relationships, we generate the ERD using JDL studio. Figure 5 displays the 16 entities constructed based on the business process's analysis and provisions. The PIM layer produces an ERD design and a JDL file, including entity classes, relations, data types, and field validation code. This JDL file will be utilized in the application development process. The ERD model represents the outcomes of mapping from the CIM layer's abstraction level to entities and their relationships. This ERD model is implementable on numerous platforms.

3.3. Platform specific model (PSM)

The process in PSM explains a high-level abstraction model that is changed into a low-level abstraction based on the technology or tools employed. The model is converted into a specific platform of technology in the form of program code. Code generators were utilized to generate an implementation from the model, allowing for proper model-driven software development. Code generators, similar to compilers, support a particular source language, translate it into a target language, and are written in a particular language [26]. In this stage, the model transformations in the PSM layer were carried out automatically with the help of the code generator Jhipster Domain Language (JDL) - Studio. JDL is a unique JHipster language domain that uses a user-friendly syntax to define all applications, implementations, entities, and their relationships in one or more software files. The JDL executes a file that contains entity classes, relations, data types, and field validation generated in the PIM layer. The ERD model was transformed into a prototype that can be functionally tested. The model is converted into code, resulting in a system skeleton, a database, tables, frontend, and backend.

To initialize the application and produce the platform based on the ERD model, we run JHIpster. The initial stage determines the application type: monolithic; the application name: sidoktor; the authentication type; the database type: PostgreSQL, the generating backend: Maven; the asynchronous message broker; the API development using OpenAPI-Generator; the generating client framework: angular, and the generating admin UI: typescript. Figure 6 shows the process of creating the system skeleton. This procedure took around four minutes, depending on the laptop or personal computer's specifications.
Figure 5. The auto-generated ERD in the PIM layer
The constructed skeleton has produced the admin dashboard and utility menus, such as user management, logging, system login, and API documentation. After completing the skeleton, the JDL files are imported to create the entities, database, frontend, and backend. The process of turning JDL files into entities, tables, APIs, and user interfaces is depicted in Figure 7. This process takes approximately three minutes.
In addition to generating a set of classes and properties for each entity, the PSM layer transformation generates methods that insert, update, and delete system functions. Figure 9 shows an example of several methods produced to add, update, and delete entity of `penelitian`.

```java
public Dosen registerPenelitians(Set<Penelitian> penelitians) {
    this.registerPenelitians(penelitians);
    return this;
}

public Dosen addRegisterPenelitian(Penelitian penelitian) {
    this.registerPenelitians.add(penelitian);
    penelitian.setKetuaPeneliti(this);
    return this;
}

public Dosen removeRegisterPenelitian(Penelitian penelitian) {
    this.registerPenelitians.remove(penelitian);
    penelitian.setKetuaPeneliti(null);
    return this;
}

public void setRegisterPenelitians(Set<Penelitian> penelitians) {
    if (this.registerPenelitians != null) {
        this.registerPenelitians.forEach((i) -> i.setKetuaPeneliti(null));
    }
    if (penelitians != null) {
        penelitians.forEach((i) -> i.setKetuaPeneliti(this));
    }
    this.registerPenelitians = penelitians;
}
```

Figure 9. The process of generating the methods for an entity of `penelitian`
During the customization phase, the developer can modify the frontend and backend based on the business process requirements and each user's role. Customizing the class of entities, methods, and HTML files permits user interface enhancement. Business processes determine the amount of time necessary for customization. In this study, the process of customizing takes approximately six days.

3.4. Implementation specific model (ISM)

After the backend and frontend have been customized, the production phase is launched. In just three minutes, the prototype was developed. Four minutes were required to deploy the prototype to Heroku. During the prototype testing, administrators execute numerous scenarios, such as activating users for lecturers and inserting master data such as academic year, semester, faculty name, and study program. Several scenarios for lecturers include user registration, input for tri-dharma activities, and monitoring activities via a mobile application. The preliminary prototype trial period lasted two weeks. The results show that all functional systems can run smoothly and without errors when adding, updating, and deleting the data.

4. CONCLUSION

This study has successfully demonstrated that integrating MDA into the RAD phase can accelerate the model and prototype design process. It took approximately five weeks to design and develop the multi-platform system based on the RAD method. This timeline excludes the phases of iteration and cutover. The automatic transformation of the model can generate the model and skeleton system in minutes. The initial prototype was produced after the customization phase was completed. The amount of time necessary for customization depends on the complexity of the business process and the number of frontend and backend features desired by the user. The customization process is not a serious issue as long as the development team understands the system's skeleton architecture, has technical proficiency, and has Java programming skills, particularly with the Spring framework. The MDA implementation must be based on a mature design model that describes the user's primary requirements. If there are modifications to business processes, it may be necessary to alter the model design. So, the RAD phase will move into an iteration phase, where the model will be redesigned, the prototype will be rebuilt, and the process will be repeated.
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